**Занятие № 16**

**Дата выполнения работы:** 08.05.2023

# **Тема работы:** «Процедуры и функции. Перегрузка функций (методов) и операторов»

**Ход работы**

**Задание 1**

1) Создать заданный в варианте класс. Определить в классе необходимые

методы, конструкторы, индексаторы и заданные перегруженные операции.

Написать программу тестирования, в которой проверяется использование

перегруженных операций.

2) Добавьте в свой класс вложенный объект Owner, который содержит Id, имя

и организацию создателя. Проинициализируйте его

3) Добавьте в свой класс вложенный класс Date (дата создания).

Проинициализируйте

4) Создайте статический класс StatisticOperation, содержащий 3 метода для

работы с вашим классом (по варианту п.1): сумма, разница между

максимальным и минимальным, подсчет количества элементов.

5) Добавьте к классу StatisticOperation методы расширения для типа string и

вашего типа из заданияNo1. См. задание по вариантам.

Вариант 1

Класс Одномерный массив. Дополнительно перегрузить

следующие операции: \* умножение массивов; true истина

если массив не сдержит отрицательных элементов, int()

операция приведения – возвращает размер массива; ==

проверка на равенство; < сравнение. Методы расширения:

1) Проверка на содержание определённого символа в

строке

2) Удаление отрицательных элементов

**Листинг программы:**

using System;

using System.Collections.Generic;

using System.ComponentModel;

using System.Data;

using System.Drawing;

using System.Linq;

using System.Text;

using System.Threading.Tasks;

using System.Windows.Forms;

namespace App

{

public partial class Form1 : Form

{

private OneDimensionalArray array;

public Form1()

{

InitializeComponent();

array = new OneDimensionalArray();

}

private void button1\_Click(object sender, EventArgs e)

{

int value;

if (int.TryParse(elementTextBox.Text, out value))

{

array.Add(value);

elementTextBox.Clear();

UpdateArrayInfo();

}

else

{

MessageBox.Show("Invalid element value. Please enter an integer.", "Error", MessageBoxButtons.OK, MessageBoxIcon.Error);

}

}

private void UpdateArrayInfo()

{

arraySizeLabel.Text = $"Size: {array.Size}";

arrayContentsLabel.Text = $"Contents: {array}";

}

private void multiplyButton\_Click(object sender, EventArgs e)

{

int value;

if (int.TryParse(multiplierTextBox.Text, out value))

{

OneDimensionalArray multipliedArray = array \* value;

resultLabel.Text = multipliedArray.ToString();

}

else

{

MessageBox.Show("Invalid multiplier value. Please enter an integer.", "Error", MessageBoxButtons.OK, MessageBoxIcon.Error);

}

}

private void containsButton\_Click(object sender, EventArgs e)

{

char character = characterTextBox.Text.FirstOrDefault();

bool contains = array.ContainsCharacter(character);

resultLabel.Text = contains ? "Array contains the specified character." : "Array does not contain the specified character.";

}

private void removeNegativeButton\_Click(object sender, EventArgs e)

{

array.RemoveNegativeElements();

UpdateArrayInfo();

}

}

public class OneDimensionalArray

{

private int[] array;

public int Size => array.Length;

public int this[int index]

{

get { return array[index]; }

set { array[index] = value; }

}

public OneDimensionalArray()

{

array = new int[0];

}

public void Add(int element)

{

Array.Resize(ref array, Size + 1);

array[Size - 1] = element;

}

public static OneDimensionalArray operator \*(OneDimensionalArray array, int multiplier)

{

OneDimensionalArray result = new OneDimensionalArray();

for (int i = 0; i < array.Size; i++)

{

result.Add(array[i] \* multiplier);

}

return result;

}

public override bool Equals(object obj)

{

if (obj is OneDimensionalArray otherArray)

{

if (Size != otherArray.Size)

return false;

for (int i = 0; i < Size; i++)

{

if (array[i] != otherArray[i])

return false;

}

return true;

}

return false;

}

public override int GetHashCode()

{

return array.GetHashCode();

}

public bool ContainsCharacter(char character)

{

foreach (int element in array)

{

if (element.ToString().Contains(character.ToString()))

return true;

}

return false;

}

public void RemoveNegativeElements()

{

array = array.Where(x => x >= 0).ToArray();

}

public override string ToString()

{

return string.Join(", ", array);

}

}

public static class StringExtensions

{

public static bool ContainsCharacter(this string str, char character)

{

return str.Contains(character);

}

}

}

**Результат:**

**![](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAbUAAAEnCAYAAAAuBN2VAAAAAXNSR0IArs4c6QAAAARnQU1BAACxjwv8YQUAAAAJcEhZcwAADsMAAA7DAcdvqGQAABegSURBVHhe7d1/bJx3Ycfxj8MfW6dJWNrayoiR1E0wuKwK52LKyhSSzGfahLKLlk4YVKyKkTNb6lOqwE4RiiIWecUjcpNtdgBlXlUMjSGHhpvOtppQMRgzxHSBmrkJF0cwSos63J9paVLv+33ue/bd+c7xjzv77uv3S3p8z/N9nnvu7vs8z32e7/d5bFfdcsstU4bsYKUf03KnrXxlwGqwdevWYMj02GOPBYN1zTXXBI+ZLl265MZSbnr7dfrEXe/Vl4//l5586llXKj18uEV/eW9fMD/W+qca/o/zanr/enX1fidruUDtx3Tob6R/3POQkqrVx1ITeihpZ35Ae7/yV9r4zKP6rJ1vl/1cSKOftfPnmhesOSVr/Znsa31ONf/2UXV+263riS/po53fNi+7V2ZSX/pop74dvIc79XR6vWbeobd+Q3seelt2eSB3nen5Oe81WP9GPfPoZ816zJPn/XoF3qMdf88PUuXTZr++Wdi8LzMrXz3m/eyZcteX8R7nsQ1r0p911nSmjPW+LfszfWDvV/SeH7j375mqqio3NsOWVTU0NEzdeeedrggAgMpVFQqFpj784Q/r5ZdfdkUAAFSmNe4RAICKt4brYwAAX9BSAwB4g1ADAHiD7kcAgDdoqQEAvFG1cePGqUgkMq9b+u+44w43tjAnT550YwAAlE7VrbfeOnX77bfPO9RyA8qWXfuLFjclXb4ypd++/oZevzylV3/7htbc/HVCDQCwLIoWau/84L+kCq68rKnLL5h0e04DfX+nN78vQagBQBHcf//9bmxun/nMZ9xYefjrtjb95/e/r9Ef/ciVZAu9+91636236p+6u13J4q25ePGiG1082zILwuy1X2rq1Qnp0rj08k/14iuX3RKFbNTdZiPZDZUe7muucfNKaOPd5rXuNq8OAJXFBtZcQzmygbYj8udBeOWyZXaeXaYYFnyjiG2ZZQ7WpVffMGF2QXrlnKZMmE29NKapV36qly9dLdSsZ3Wqa2aDfGHwaVdeCjVqvs+E583Sk64EAFBatoV2IvHNWcGWDjQ7r1ArbqEWHGq/+6kPStE7dOmT2/R/n/hQUPaCbZG9/D8m0J5Mhdqlp0yoXdCl18rt1wWe1uAXTHg+eNZNAwCWQ26wlSLQrAWH2ouX16jhH76ihnsP6nkzHpS9csWE2ZhpqT2lqleT0mumtfXGK7pyZQmhVtOs+zK6Je+e7iu0XZb36e6773NdiKnp5o0zy9tla5rt/GXs0gQAzCkz2EoRaNaCQ+35N96kSxcn9OLZ/9bk5TcFZS+ZUPvy136kf374gg5/7TkdPn7JDK8E867uOm2J5YaXCarYFv36q65bsuuUrv2ICa7pbLpO1z7TZ+Y9qCfc9JatUp9d9qtP6qaP3K8W2fmp6eu2NHH9DECW9HfO1QZUloWHmgmyF86e1Qs/PqsXr6RC7YbmAb3jQyd1c+TfFdo5qIa77DAUPF5d9jW1B21K1Vyva/WkzqYSS3p6UI89eZ2uv95Nm+f85GzmtTezjr5BBSVPnDXPzJgfTF+r62msAciQ/s652oDiyexyzOyKLKZFhdrD3/qWvnHh53r+SurpQ79ZNz2cfPaP9M2fvyUo51Z+AICVew0t9xpbsSw41EIPfUO39X1df/a14/rQ8YeDssuvX9E7/mCt/vB31uqN12v1q18+H5Qv2tPP6Ne6STen+wxrmrX1poyWGwCgYhS6KaQUwbbgULOtr3QLLP347K9e0nMvSb/8jfTMc1f09C9eCMoX7wk9GFxHc/3asXfpJ13p62cAsHrlXvPLHcqR/cXq3EBLSwebXaYYqmpqaqai0eiC/6JIetw+dpys0quvXtbrr13R66bVZnXefc30/PRzAAAopQWH2mIQagCA5bCgUAMAoJwt+JoaAADlilADAHiDUAMAeINQAwB4g1ADAHiDUAMAeINQAwB4g1ADAHhj+pev29vbXREAAJWJlhoAwBuEGgDAG4QaAMAbhBoAwBuEGgDAG4QaAMAbhBoAwBuEGgDAG4QaAMAbhBoAwBuEGgDAG4QaAMAbhBoAwBuEGgDAG4QaAMAbhBoAwBuEGgDAG4QaAMAbhBoAwBuEGgDAG8ULtWS3wtXVqrZDOKzuYVdeCua1YtUxlfIlAACVp0ihNqxYKKHI6KQmJ83QE1FipwkdG3ThbiXdUkuXVHfYhGYorl5XAgBAWnFCLXleY40RNde66do2DU12qck+DrUpXbx0tWobssHZr1ZXAgBAWnFCrbZZEcV1uHtYycxmWUZLbTjmuiaDwXUd2m5E2/IKuixj6p5+rmn50b0IAFigInU/mhZUT7/qxjsVCtmQCmcEVEpTV6prcrSjUWrdpibblRhNqK4n3WVZp0Q03VXZpC7b0gvGAQCYn+LdKFLbpLauoVRw9dcrPh1QGUzLLBqvV3+XiavkoBIjI4oHIWiGUFwjIwkNznoSAADzU7xQy1DbtE2tI+P6mZtOsS2zuOr7M1tgreq3rbTpYUhtxbsABwBYZYoSasnusKpjMy2z5PAj6m2s041u2kp2RxWv75dtpAXsdbjGXj2S7qcs+p2SAIDVpiihVtvWo34lFHI3goQ6pf6ezLsekxpMjEi9O1NdjcE1t9R1OCVCqbLouCLTz+FGEQDAwlXV1NRMRaNRtbe3uyIAACpTSa6pAQCwEgg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCAN4oWasnumMLV1aq2Qzis2HDSzakMw7Fw6r1X2/fuCo2Z8mqFuyvrMwHAalOUUEt2hxVK1Gnv6KQmJ83Qs1faGdWCMyDZrXC4W4uKjqU8dzimnWMRjdr3Pmrfe0xBrtlyufLJUUUSoazAAwCUlyKEWlKDCamjp01Nta6otkldk0NqS0+Xu6YuTQ61KXi7tTeqrnFM52062vIuV25+NkcaNRbMAACUo6WHWnJQCdOaaS4UYKYFFQunuyVdCyhoVcXUndXll1R3NK6RkbhC6RZXznODlt88n2tbj9Pzp5uMw4pVu/dQiP08I/VaP+vz2PAeUf3sGQCAMlHiG0VSYaO9o0G35GhkTDvT/XcjYxrf1pPqruyv11jnoJp7OtTY2KHRoNVkn5tQXU+6S7NOiagLu6s+d1iH4/Xqt/NHIxqLH3ZBZluQXeZnfkEQhsz77bh31jLJ7qji6tC9hZ4MAFhxpQ21oBVng8B14DVH1Dh2PhVMjZHpct1Yl3rMFLSYRhQPuZaaCZuRkYQGf2bmXe25sl2Ivdppb1gZXK+e0cJBlqm2bSjvtTMbdtFExAUmAKBcLT3UapsVMdE1mO7hK6rWVGtrehhS241u1pxq1TZklu/Zq7rxToVCV+lyzJJ97Sx1E0xEPQQaAJS9IrTUbAhI8Wi3pu/iT9prV2F1ywZeXIfdjORgQiP16+cXDjYsTWvrkfT1sOBa2nzvbky/fpPaunrUkb7xo4Cg29E0zdy7nLl2Zl4zarsxCTQAqAhF6X603XajkXF1TncVdkr9PWqrNS2mng6ZGUG5bfGMds3REVi7PgjBUHAzh31uv5RIPbc6Oq5IzxzhkvXcJt3bUW+eat9PSImIfS92ofw3itS29ahfpkUX3FgS1XhkVPZtDh+Oa0S92hmUpwZ+Vw0AyldVTU3NVDQaVXt7uysCAKAylfjuRwAAlg+hBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwRtFCbTgWVnV1tRnCig27QiPZHVM4Xd6ddKUzhmPVCucpBwBgoYoTasMx7RyLaHRyUpOje6WdMQW5luxWNC7tHXXl8aiy8svM7+x14wAALFFxQq2pS5NDbaq147U3qq5xTOfT4dVYpxvtjNombWsd0fjPUsUm0dQdTai+tdFNAwCwNMW/ppYcVGKkXuuDIGtWRAkN2oBLDuuRsVZtawqWMq27w0rU79W9dW4aAIAlKmqoJbvDqg7FpY57lcquWrX1mFiLhhWOdkp7u1z5sGLBZDrhAABYuqKGWm3bkCYnRxVJhFI3iyS7TZhJPUNDGhrqUV1nOLimluzu1FgkHXwAABRH8bsfTeusOdKosfNJJQcTUqQ5da0tKJcSg8MaTIxoJB4K7pYMxVPj3AEJAFiqooRa0O1ommapWEoGoVW/vla16+s1khjMKW9S29CkadGlhtGORjV2jGqoLRV9AAAsVlFCrbatR/3qVCj4fbSoxiOjCi6XNXWpvz7hykNK1PenygEAKIGqmpqaqWg0qvb2dlcEAEBlKsE1NQAAVgahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwBqEGAPAGoQYA8AahBgDwRlVNTc1UNBpVe3u7K1q6z3/+824M5eDTn/60GwMAv5Us1A4ePOimsJL27dtHqAFYNeh+BAB4g1ADAHiDUAMAeINQAwB4g1ADAHiDUAMAeINQAwB4g1ADAHiDUAMAeINQAwB4g1ADAHiDUAMAeINQAwB4g1ADAHiDUAMAeINQAwB4g1ADAHijZP/5GuWD/3wNYLUoSagBALAS6H4EAHiDUAMAeINQAwB4g1ADAHiDUAMAeINb+lcBbukHsFqULNQOHjzoprCS9u3bR6gBWDXofgQAeINQAwB4g1ADAHhj+ULt/APaVbVLj7pJ69Fdt6mqqioYbnvgvCsFAGBxliHUzuuB20xwbYjpi64k8Ogu3aG7dG5qSlNT53TX8Q3alZl4AAAs0DKE2nq1f9cG10l90pUEbj+qqaPtZq61Xtvu+hP95ClaawCAxSuTa2rn9cjx7+ldb09FHAAAi1EWoXb+gY8rpi7tvd0VAACwCCseaucfuE0fP36Xzn033RUJAMDirGio2UDbYALtXwk0AEARrFyonX9AH4+9SycJNABAkaxYqD3aGdP39EXd4X5Pjd9VAwAs1TKG2u06OnXU/HRTR+1t/tnDd9tpswEAFm/FbxQBAKBYCDUAgDcINQCANwg1AIA3Svafr1E++M/XAFaLkoQaAAArge5HAIA3CDUAgDcINQCANwg1AIA3CDUAgDe4pX8V4JZ+AKtFyULt4MGDbgorad++fYQagFWD7kcAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDcINQCANwg1AIA3CDUAgDfW/H7NO9woAACVbc3apk+5UQAAKtua//3Og24UAIDKtuaNqStuFACAyla1cduuqUjjW4r+n69RPvjP1wBWi6ob/vi9U61/cUdRQw0AgJWw5s1v2+hGAQCobGt++9JzbhQAgMq25q3v/5gbBQCgsq358bE2NwoAQGXjz2QBALxBqAEAvEGoAQC8QagBALxBqAEAvEGoAQC8QagBALxBqAEAvEGoAQC8QagBALxBqAEAvEGoAQC8QagBALxBqAEAvEGoAQC8QagBALxBqAEAvEGoAQC8QagBALxBqAEAvEGoAQC8QagBALxBqAEAvFFVU1MzFY1G1d7e7oqK47HHHnNjKGTr1q1ubOmq//5pN4ZCJv+2xo0VB/v41RVzH8+HbeC/he5DJQ21W265xU0h1w9/+ENCbZmVItTYxwsr9j6eD9vAb4vZhwi1FVKqULvY9nvBI2as7X4leCTUlhehhqVazD7ENTUAgDcINQCANwg1AIA3yijUTiu+dq3W5g7x027+fNh1xM1P5HM6vlY7jk24qRkTx3Zo7Y5jmj0HSzJxTDvy7dPUddnjWKlcZdZSa1HvxYu6mB56W1z5XCZ0LG52tOALo1XjLWFtdnOQbfOu/dKBozmhf1pHD0j7D92jda4ERdSwX49n7tOP71eDm4XyxbFSuSq++/F0fI/OhQ9Nf2mc6CDSClp3j3a39OlIxhnoxLEj6mvZrXs4SoEZHCsVq3JCbeKY4jvS3TfpLsbTGhqvk4b2zJSn98HT8Yyunx0KejFndQdllGd0Kcx0MeTpEt2xI2vZSpN9BurOPHeZE4F03WR197rPbz9vTh1l1ZkZn71tTAva1NVMvafKbd3uMIW56/O5zvMKPn88q96mvz/z1WdQh64sGFzdunmz1lNo/UH5Kq73BSh4rDi2i3Kmrlw95fvesXK3n12+FNsiZ19Iv/f861vA/pFTnrtcOSmfUJu4oPGGDbrBTWYzX5B7zB61+/GgNfb49nG12r3FPudMn+RaakH5HlfRmzt0wrXeLj6+XeNHXHlmd1BvnfqG0nudYzbWngNn3MRmdQTP36+G9PMObXfzKlTGGeisM8+GFrWMH5n+crXzx1tartJdVmDbaJ3uObFbOmIO7FOpJS+YA2TPud06ZFrTWSe7vtd5IWfGZ+rNVNXAJvslVKg+jbz7rl1+QBsOufJDGzSQPgbyrj/Daq33+ZrrWHFael2duemC3ztWul7zdUEXZVsU2ncKrG9B+0flqIyW2sQpDWi/dm1O7VHrtmxXw/gFt7O0KJwuv2e3Ws6c0wU7YTZI3JyNBGchmw5oetOcOaBN6bOV1nG1hDNjNPUFsb03z06XKXMd6TOcCpI6A91jdtjsM09pg3btrjMnp2bXDnboOu3etcHNMzI/d7pO59w25mCywXbALtunAwPbZwfaKqnzvBq2z9Tb5l3a3jCuC6fnqM98+66t/zNndGCTK7fb5cyATtmDIN/6g4PDWsX1vgCFj5UJXRhv0Ibcs/BC3ztzKtK2mPNYzKMY+0cZKptQmzg1IG3fsrALsOtuUJ0bzWaa25vM2etud60t88wo82zXnkm1zlwMvnBsjwa2H9I9+ZuLMzLXsTvjzLhSBGeg5nG/+ay5FW527v3jrdphdmhzFJtYypBVd/Pc2U8PyZwPOubLNqeiVk2dF0PBfTfnBquLJ65an9T7PBU8Vi7o3Jk63ZBVNsf3zhzKcVvM+z2VoTIJtQmdGjijuuw9ZMa6LdquAzrqLpjZADxTd4MJwBu0oaFPQ+ly20Uw3YVp4s6tb+LUuaufMZmzoFbbklgNV4HN2eSRcdMKy/tZ1+meQ/tVV7d7fnVRcNvYiWPaccT2cNiD23zxHtpuDsSMLo7VVOf5nDk3HfITp4+aWtyuLZvnqM98bP3bYyB92m7rPH2tI9/67cGx2ut9IQodK+ZkrS/vndYr+L0z17GYj6f7RxmEmmnm7tgk23Xb1+qa1umhtc8Wmqb2KW0xX7Q6siko32Qq/PHgLkf7BdybUV6n3hP2dtvNsr0GA65LZs/ATFvBbrCZLrQB1fXOtEZads/zVt3MdRw5p+2Vcovv6XjqPe+x77kjzwHpmLPTjlndhIWkQnDWtpkwZ622+yLzdcx6U5fZZs4wva/zuTSM69ye1GfaZMI/dat4gfq08u677hgYSC2f2raubvKuP2VV1/t8zHmsmH07/d1klwm6fE09xVXge8e24A6YvMsfMMXbFnPsO/ksdP/I2v/SnznrKlxZKIM/aGxDbY906ET+W2XtmWcw26+DiT9ovHzK8g8al3q/LoPjxt8/aGxCau2Qwhczws6G4FBYF+cKkXJSjP1jGT5zhf5BY3N2caJAoFn27N6zQANQyezdhDmtt80dlRNoxVKmn7ky7n4EfFPqkzVOBjEXj/cPQg0A4A3+SegKKdU1NRTGPwldXv5eU8NyWcw+VNJQw9wIteVVilDD3JYj1OC3sgk1AACWG9fUAADeINQAAN4g1AAA3iDUAADeINQAAN4g1AAA3iDUAACekP4f0sIY7D4VpkIAAAAASUVORK5CYII=)**

**Вывод:** Процедуры и функции - основные блоки программирования для выполнения задач. Перегрузка функций и методов позволяет определить их с разными параметрами. Перегрузка операторов позволяет определить их поведение для пользовательских типов данных. Это делает код более гибким и удобочитаемым.